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Abstract

The RTSJ memory model proposes a mechanism based
on a scope three containing all scope-stacks in the system
and a reference-counter collector. In order to avoid refer-
ence cycles among regions on the scope-stack, RTSJ defines
the single parent rule. The given algorithms to maintain
the scope-stack structure are not compliant with the defined
parentage relation. More over, the suggested algorithms to
maintain the single parent rule makes the application be-
haviour non-deterministic. This paper provides an indepth
analytical investigation of the RTSJ requirements effecting
the RTSJ defined parentage relation, and propose alterna-
tive approaches to avoid the indeterminism problem.

1. Introduction

One of the main advantages of using high-level lan-
guages is that the programmer must not deal with many
low-level resource allocation issues. Unfortunately, for em-
bedded real-time systems there is a conflict. The memory
management is one of the major issues that needs research
when considering the extension of Java for real-time. Im-
plicit garbage collection has always been recognized as a
beneficial support from the standpoint of promoting the de-
velopment of robust programs. However, this comes along
with overhead regarding both execution time and mem-
ory consumption, which makes (implicit) garbage collec-
tion poorly suited for small-sized embedded real-time sys-
tems. Although there has been extensive research work in
the area of making garbage collection compliant with real-
-time requirements, there is still problems to use this tech-
nique in time-critical systems. An alternative to the classi-
cal Garbage Collector is to use region-based memory allo-
cation (e.g., [3]), which enables grouping related objects
within a region. This technique, commonly called Mem-
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ory Regions (MRs) is used explicitly in the program. This
is an intermediate solution between explicit memory allo-
cation/deallocation (e.g., malloc() and free() in C) and
garbage collection.

RTSJ [8], which use in mission critical systems is cur-
rently being evaluated in a number of projects such as [3],
combines MRs within which objects are not collected, and
a GC within the heap. The only way to offer real-time guar-
antees is by turning off the GC during the execution of crit-
ical real-time threads. In order to do that, critical real-time
threads only allocates objects outside the heap and cannot
reference objects within the heap. Then, RTSJ introduces
immortal and scoped MRs, which are outside the Java heap
and objects within they are not subject to garbage collection
(see Figure 1).

VTMemory LTMemory LTPhysicalMemoryVTPhysicalMemory

HeapMemory ImmortalMemory ScopedMemory ImmortalPhysicalMemory

MemoryArea

Figure 1. The MemoryArea hierarchy in RTSJ.

In order to define the semantic across the classes sup-
porting memory regions, RTSJ [8] gives a list of 16 re-
quirements (see Figure 2). From our point of view, the
(3.) requirement that introduces a scope stack structure sup-
porting the nested scoped region and a parentage relation,
are in conflict with the requirements (5.) that establish an-
other parentage relation. In this paper we review the RTSJ
memory management semantic and requirements for nested
scoped memory regions, we study and analyze this coher-
ence problem and propose alternative approaches.
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Requirements (1.) and (2.)
relate respectively to the execution time taken for both object allocation
within memory regions and object constructors.

Requirement (3.)
relates about a stack-based structure of enclosing scopes.

Requirement (4.)
establishes the memory region where an object is allocated.

Requirement (5.)
establishes a parentage relation among scoped regions.

Requirements (6.) and (7.)
establish that a scoped region have exactly zero or one.

Requirements (8.) and (9.)
establish the lifetime of objects allocated within scoped regions parent.

Requirement (10.)
establishes the lifetime objects allocated within the immortal region.

Requirements (11.) and (14.)
relate to critical tasks (i.e., NoHeapRealtimeThread instances).

Requirements (12.) and (13.)
stablish that there are only one object instance of both the heap and
immortal memory.

Requirements (15.) and (16.)
impose some assignments rules to avoid dangling pointers.

Figure 2. Memory Requirements of RTSJ.

1.1. Background

This subsection relates to requirements (4.), (8.), (9.), (10.),
(12.), (13.), (15.), and (16.) 1.

In the RTSJ memory model, there is only one object in-
stance of the heap and the immortal region in the system
(requirement (12.) and (13.)), which are resources shared
among all threads in the system and whose reference is
given by calling the instance() method. In contrast, for
scoped and immortal physical regions several instances can
be created by the application. An application can allocate
memory into the system heap, the immortal system memory
region, several scoped memory regions, and several immor-
tal regions associated with physical characteristics. Several
related real-time threads, can share a memory region, and
the region must be active until at least the last thread has
exited (requirements (8.), (9.), and (13.)). Objects allocated
within an immortal region live until the end of the applica-
tion, and are never collected (requirements (10.)).

The default memory region is either the heap or the im-
mortal memory region. Also, the initial default memory
allocation area of a real-time thread can be specified when
the thread is constructed. The active region associated with

1Requirements (3.), (5.), (6.), and (7.) are studied in the rest of this
paper. And requirements (1.), (2.), (11.), and (14.) are not treated in this
paper

the real-time thread changes when executing the enter()

method, which is the mechanism to activate a region. This
method associates a memory area object to a real-time
thread during the execution of the run() method of the ob-
ject passed as parameter (requirement (4.)). Also, a real-
time thread can allocate outside the active region by per-
forming the newInstance() or the newArray()methods.
Since the lifetime of objects allocated in scoped regions is
governed by the control flow. Strict assignment rules placed
on assignments (requirement (15.) and (16.)),to or from
memory regions prevent the creation of dangling pointers
(i.e., references from an object to another one within a po-
tentially shorter lifetime). Then, we must ensure that the
following conditions are checked before executing an as-
signment:

• Objects within the heap or an immortal region cannot
reference objects within a scoped region.

• Objects within a scoped region cannot reference
objects within a non-outer scoped region.

Illegal assignments must be checked when executing in-
structions that store references within objects or arrays. The
IllegalAssignment() exception throws when detecting
an attempt to make an illegal pointer. Since assignment
rules cannot be fully enforced by the compiler, some dan-
gling pointers must be detected at runtime, which requires
the introduction of write barriers; that is, to introduce a
code checking for dangling pointers when creating an as-
signment.

1.2. Paper organization

In this paper we review the RTSJ memory management
semantic and requirements for nested scoped regions, con-
sidering and analyzing coherence among RTSJ memory
management requirements and race carrier conditions, and
we give some guidelines for several alternative approaches
in other to solve both problems (Section 2). Finally, we of-
fer some conclusions (Section 3).

2. Analyzing requirements for nested regions

This section shows that requirements (3.) and (5.) are in-
compatible.

The requirement (3.) associates to every real-time thread
a stack that keeps track of the scoped region that can be
accessed by the real-time thread. And also establishes the
suggested algorithms for maintaining the scope structure. It
is formulated as follows (see [8], pag. 72):
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“The structure of enclosing scopes is accessible through a
set of methods on RealtimeThread...The algorithms for
maintaining the scope structure are given in Maintaining
the Scope Stack”.

“The Single Parent Rule” section of the RTSJ-document
gives the algorithms to implement the four operations af-
fecting the scope stack (see [8], pag. 73-75): (i) the
enter() method in the MemoryArea class, (ii) the con-
struction of a new RealtimeThread object, (iii) the
executeInArea() method in the MemoryArea class, and
(iv) the newInstance()method in the MemoryArea class.
The suggested algorithms for the four above operations
guarantees that once real-time thread has entered a set of
scoped regions in a given order, any other real-time thread
will have to enter them in the same order. At this time, if
the scope region has no parent, then the entry is allowed.
Otherwise, the real-time thread entering the scoped region
must have entered every proper ancestor of it in the scope
stack. The suggested RTSJ algorithm that perform this test
have a time complexity of O(n). This parentage relation is
given on the “Maintaining the Scope Stack” section of the
RTSJ-document, that can be formulated as follows (see [8],
pag. 75):

“If a scoped region is not in use, it has no parent. For all
other scoped objects, the parent is the nearest scope out-
side it on the current entered scoped region stack. A scoped
region has exactly zero or one parent.”

Note that it is possible for a scoped region to have several
parents along its live. The reference-counter of a scoped
region is incremented/decremented each time a real-time
thread enters/exits the region or an inner one (see [8], pag.
76). When the reference-counter of a scope region is zero,
a new nesting (parent) for the region will be possible.

Taken into account the (5.) requirement, it is not possi-
ble for a scoped region to have more than one parent. The
requirement is formulated as follows (see [8], pag. 72):

“The parent of a scoped memory area is the memory area
in which the object representing the scoped memory area is
allocated”

Then, the RTSJ suggested algorithms to maintain the scope
stack are not compliant with the parentage relation defined
by the (5.) requirement. Also, the parentage relation de-
rived from the (3.) requirement is considerably more com-
plex than the defined by the (5.) requirement. Some given
approach as [9] and [5] use a stack-based algorithm to de-
termine illegal assignments. Moreover, the new version of
RTSJ (i.e, the JSR-282), the RTSJ reference implementa-
tion, and the guidelines given by some members of the RTSJ
to write programs in real-time Java (e.g., [6] [2]) do not

complies with the requirement (5.). Another problem, is
that the requirement (3.) together with the single parent rule
introduce race carrier conditions, as we can see in the fol-
lowing subsection.

3. The parentage relation

In this section, we tray to ask the following question:
“Given a scoped region, what memory region is its nested
outer scoped (i.e., its parent)?”

Taken into account the illegal references rules, this is a es-
sential question to determine dangling pointers. The single
parent rule establishes a nested order for scoped regions and
guarantees that a parent scope will have a lifetime that is at
least that of its child scopes. The problem hence is that the
RTSJ suggested implementation of the single parent rule is
not compliant with is definition. In this section, we analyze
and study both type of requirements, those establishing the
parentage relation and those suggesting the implementation
support for scoped regions.

3.1. Analyzing the (3.) requirement

This subsection avoids the requirements (5.), and shows that
the requirements (3.), (6.), and (7.) give a not good ap-
proach2.

Consider two scoped regions: A and B, and two real-time
threads τ1 and τ2. Where the real-time thread τ1 enters re-
gions in the following order: A and B, whereas τ2 enters
regions as follows: B and A. Let us suppose that τ1 and τ2

have entered respectively the A and B regions and both stay
there for a while. In this situation, the application have two
different behaviours:

• When τ1 tries to enter the B scoped region
violates the single parent rule, raising the
ScopedCycleException() exception (see Fig-
ure 3.a).

• When τ2 tries to enter the A scoped region
violates the single parent rule, raising the
ScopedCycleException() exception (see Fig-
ure 3.b).

More over:

• If τ1 enters A and B before τ2 enters B, then it is τ2

which can violate the single parent rule (see Figure
4.a).

• But, if τ2 enters B and A before τ1 enters A, when τ1

tries to enter A, violates the single parent rule (see Fig-
ure 4.b).
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a. τ1 violates the single parent rule.

A
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b. τ2 violates the single parent rule.

Figure 3. Example of race carrier conditions
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a. τ2 violates the single parent rule.

Heap Heap

A B

A

SP of T1

SP of T2

b. τ1 violates the single parent rule.

Figure 4. Example of race carrier conditions

The single parent rule is not violated and the application
gives the correct result in the following cases:

• τ1 enters A and B, and exits both regions before τ2 en-
ters B and A.

• τ2 enters B and A, and exits both regions before τ1 en-
ters A and B.

• τ1 enters A and B, τ1 exits B before τ2 enters it, and τ1

exits A before τ2 tries to enter it.

• τ2 enters B and A, τ2 exits A before τ1 enters it, and τ2

exits B before τ1 tries to enter it.

The application can give the correct results or raising and
exception depending on carrier conditions. Also the excep-

2Requirements (3.) and (5.) are not compatible

tion throws in four different cases, which makes the appli-
cation program hard-debugged.

Another source of indeterminism is the scope stack.
Since real-time applications require putting boundaries on
the execution time of some piece of code, and the depth
of the scoped region stack associated with the real-time
threads of an application are only known at runtime; the
overhead introduced by write barriers checking the assign-
ment rules is unpredictable. In order to fix a maximum
boundary or to estimate the average write barrier overhead,
we must limit the number of nested scoped levels that an
application can hold. This unpredictability can make it im-
possible to establish bounds for the time taken by service
requests in a distributed real-time Java solution [1]. Then,
this parentage relation among scoped regions presents sev-
eral problems:

(i) It requires an unfamiliar programming model, because
the parentage relation is not trivial: there are orphans
regions and the parent of a region can change along its
life.

(ii) It requires checking for the single parent rule each time
a real-time thread is created/destroyed, enters/exits
a region, or executes the executeInArea() or
newInstance() method.

(iii) It introduces higher overhead: the algorithms check-
ing for the single parent rule and illegal references are
stack-based, which have a time complexity of O(n).

(iv) It is not time-predictable, thus the introduced overhead
must be bounded.

(v)It presents race carrier conditions, which gives a non-
deterministic behavior, that is contradictory with real-
time systems [4].

(vi) It does not compliant with the (5.) RTSJ.

3.2. Avoiding race carrier conditions

In this subsection, we considerer the requirements (5.), (6.),
and (7.), avoiding the (3.) requirement.

Note that the requirement (5.) establishes the parent of a
scoped region at creation time, and does not change along
the live of the region. As consequence there are not “or-
phan” regions or regions “adopted” several times. Con-
sider two scoped regions: A and B, which have been created
as follows, the A region has been created within the heap,
the B region has been created within the A region. Then,
the creation of the A and B scoped regions gives the follow-
ing parentage relation: the heap is the parent of A, and the
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region A is the parent of B. Let us further consider two real-
time threads τ1 and τ2, we suppose that the real-time thread
τ1 has entered A, and τ2 has entered B (see Figure 5).

A

B

Heap

SP of T1

SP of T2

Figure 5. Scope-stack of τ1 and τ2.

Let us further suppose either of the following cases:

• τ1 enters B, at different than those that occur in RTSJ,
the single parent rule is not violated, and the scoped
stack associated to both the real-time thread τ1 and τ2

includes the A and B scoped regions (see Figure 6.a).
Then pointers from objects allocated in A to objects
allocated in B are dangling pointers.

• τ2 enters A. Then, The scoped stack associated to the
real-time thread τ2 includes only the A scoped regions.
Then, even if τ2 has entered B before entering A, point-
ers from objects allocated in A to objects allocated in
B are dangling pointers, as consequence they are not
allowed (see Figure 6.b).

A

B

Heap

SP of T1 and T2

A

Heap

SP of both T1 and T2B

a. τ1 enters B. b. τ2 enters A.

Figure 6. Scope-stack of τ1 and τ2.

Regarding assignment rules, we found no problem for
pointers from B to A created as consequence of the τ2 execu-
tion. Then, the following situation is stable independently
of the real-time thread who makes the reference: only point-
ers into the heap or an immortal region, or pointers from B
to A are allowed (i.e., pointers from objects allocated in A to
objects allocated in B are dangling pointers, as well pointers
from the heap or an immortal region to A and B).

We consider another situation: the real-time thread τ1

enters into scoped region A creates B and C. Then, τ1 enters
into scoped regions B and C. Then, only references from
objects allocated within B or C to objects within A are al-
lowed. Note that it is not possible for τ1, or for other real-
time threads, to create a reference from an object within B
to an object within C, and vice-versa from an object within
B to an object within C; even if τ1 must exit the region C
before to exit the region B.

4. Conclusions

In this paper, we have analyzed the RTSJ specification,
given an indepth study of the memory management require-
ments. We show that there are requirement that need a re-
vision because there are some incoherencies among them.
The (5.) requirement establishes that scoped memory re-
gions are patented at creation time. However the guidelines
given by the (3.) requirement to support and maintain the
parentage relation, explicitly violates the (5.) requirement,
which implicitly establishes a different parentage relation.
In the suggested implementation algorithms, scoped mem-
ory regions are patented when a real-time thread changes
the active memory region (i.e., each time a real-time thread
is created/destroyed or enters/exits a region). This parent-
age relation together with requirement (6.) and (7.) re-
sult in a non-deterministic application behaviour. In order
to solve this problem, we give two alternative approaches:
one of them complies with the simple parent rule and avoid
the scope stack; the other complies with the scoped stack,
avoiding the single parent rule. The memory model of the
former approach is less flexible than the RTSJ suggested
implementation. By opposite, the memory model of the
second approach is more flexible than the RTSJ suggested
implementation, allowing scoped region cycles. We are in-
vestigating now these approaches.
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